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Abstract−The rapid development of mobile applications in recent years has forced developers to develop their applications quickly. 

Application quality must be one of the top concerns of developers since poor application design will affect the quality of the 

application. Performance is one of the important quality attributes that determine the quality of an application. One approach that 

can be used to overcome performance problems is the design pattern. However, as the research progressed, other approaches were 

discovered such as refactoring code smells and design principles. In this study, a detailed design analysis was carried out on the 

source code of the mobile application by applying design patterns, refactoring the code smells, and implementing design principles 

to determine their impact on the application's performance. To measure the application performance, Central Processing Unit (CPU) 

usage, memory usage, and frame rate metrics are used. Based on the implementation design patterns, refactoring the code smells, 

and applying design principles, the result found that design patterns can affect application performance depending on the design 

pattern used. The Strategy pattern and Visitor pattern optimize memory usage by 1%, while the Bridge pattern increases memory 

usage by 2%. Meanwhile, the result of refactoring the code smells can optimize CPU usage by 35% and memory usage by 2%, and 

design principles can optimize CPU usage by 25% and application frame rates by 5 frame per second (fps). 

Keywords: Performance Metrics; Design Pattern; Code smells; Design principles; Refactoring; Mobile Applications 

1. INTRODUCTION 

The development of mobile applications in recent years has grown rapidly [1]. According to statistics provided by 

Statista, the number of downloads of mobile applications worldwide from 2016 to 2020 increased by more than 50%. 

Therefore, developers must develop applications quickly in order to keep up with rapid technological developments 

[2]. However, poor design can have a negative impact on application quality [2]. One of the quality attributes of 

software is performance [3]. The quality of software can be measured based on performance estimates such as 

application speed, latency, network error, and so on [4]. The effectiveness and efficiency of an application can 

determine its performance and increase user satisfaction [3]. This makes performance issues very important. 

There are two phases in software design, namely architectural design and detailed design [5]. Both phases are 

very important to do to evaluate the quality of the application. The detailed design phase will define the components 

and design of the system in detail. Application developers are trying to determine the best design approach to build 

applications that are effective and efficient in terms of performance in the midst of rapid technological developments 

[3]. One of the design approaches that can be used by developers to overcome performance problems is the design 

patterns. Design patterns can solve problems in software development using object-oriented design principles [5]. 

however, as this research progressed, another approach was found that can be used to solve application quality 

problems based on the design problems found, namely refactoring the code smells and implementing design principles. 

Code smells and violations of design principles can be overcome by refactoring the source code [6],[7]. 

Many studies have been conducted related to this research problem. Aggarwal et al [4] suggests that the quality 

of an application can be controlled by evaluating performance estimates  based on different performance criteria. This 

study also adds that application performance can be estimated by utilizing different criteria such as application speed, 

application latency, and network error. Mahendra et al [8] have conducted research on the performance of mobile 

applications by comparing several metrics such as Central Processing Unit (CPU) and memory usage, response time, 

frame rate, and application size between Flutter, React Native, and Native Android applications. In another study, 

Qasim et al [3] further investigated performance in terms of energy use by applying several design patterns such as 

Façade, Observer, and Abstract Factory patterns. The study found that the performance of mobile applications in terms 

of power usage can be optimized by applying design patterns. Meanwhile, Hect, G. et al [9] identified performance 

metrics in their research on the effect of code smell on performance. The study describes the metrics used to measure 

performance, namely Frame Time, Number of Delayed times, Memory Usage, and Number of Garbage Collection 

Calls. Willocx, M. et al [10] also describes the metrics used to measure performance in mobile applications, namely 

Response Time, CPU Usage, Memory Usage, Disk Space, and Battery Usage. 

Gamma et al [11] explained that the design pattern is communication between classes and objects that are 

adapted to solve general design problems in a particular context. There are 23 design patterns categorized based on 

their intent, namely Creational Patterns, Structural Patterns, and Behavioral Patterns [12]. Design problems arise when 

the selection of software design has a bad influence on quality attributes [13]. Some examples of design problems are 

Cyclic Dependency, Scattered Concern, Ambiguous Interface, and Fat Interface. Several strategies can be used by 

developers in identifying design problems, namely smell-based, problem-based, principle-based, element-based, 

quality attribute-based, and pattern-based [13]. Code smells are a symptom that is an indication of the emergence of 

code or design problems in the source code [6],[14]. Code smells can infect a method, a class, or the entire code and 
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can cause bugs and also increase the risk of code maintenance which results in high maintenance costs [6]. Code 

smells can be divided into several types such as Bloaters, Object-Oriented (OO) Abusers, Change Preventers, 

Dispensables, Couplers, and Incomplete Library Classes [15]. The software design principle also is the basis for 

creating quality attributes. The design principle will maximize profit and reduce development costs [16]. There are 

several Object Oriented design principles [17],[7] , namely Single Responsibility, Open-Closed, Liskov Substitution, 

Dependency Inversion, Interface Segregation, Separation of Concerns, Law of Demeter, DRY (Don’t Repeat 

Yourself), and YAGNI (You Ain’t Gonna Need It). 

Research [5],[6],[7],[18] discusses software architecture and software design such as design patterns, design 

principles, and code smells that are interconnected with each other in determining the quality of a software in terms 

of development, performance, and maintainability. Therefore, further research is carried out to determine the 

relationship between the design pattern approach, code smells, and design principles in influencing application quality, 

especially on mobile application performance. 

This study aims to analyze the impact of the application of design patterns, design principles, and refactoring 

of the code smells on the change of the value of mobile application performance metrics measured using the average 

value of Central Processing Unit (CPU) usage, memory usage, and frame rate. This study was also conducted by 

comparing the results of each approach to changes in the value of mobile application performance metrics measured 

using several metrics such as CPU usage, memory usage, and frame rate before and after implementation.  

2. RESEARCH METHODOLOGY 

2.1 Research Stages  

This research was conducted based on the stages shown in Figure 1.  

 

Figure 1. Research Stages 

Based on the research stages in Figure 1, the first stage is to select an android application to be used as a test 

application. Second, identify the design problem with the source code of the application selected in the first stage. 

Third, make preparations before refactoring. At this stage, it is divided into three parts, namely the selection of design 

patterns, selection of classes for refactoring code smells, and selection of design principles. Fourth, implement. At this 

stage, the implementation is carried out in three scenarios, namely the implementation of a design pattern, the 

implementation of refactoring code smells, and the implementation of design principles to the application source code 

that has been selected in the first stage. Fifth, re-measure the application performance metric value after the fourth 

stage of implementation. The sixth is to validate the metric values before and after implementation. Finally, analyze 

the results of the implementation and measurements that have been carried out. 

2.2 Android Application Selection  

In this study, the application is selected from the Github repository which provides several open-source Android 

applications [19]. The selected application has a repository with a large number of Forks and Stars indicating the 
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application is used by many developers. Based on these criteria, an android application called GSYGithub was selected 

[20]. The GSYGithub application is an unofficial application for the Github client on the mobile platform. The selected 

application is then tested to see the average percentage value of CPU usage, memory usage, and frame rate. 

2.3 Design Problem Identification  

The source code of the application that has been selected in section 2.2 is identified to get the design problems that 

exist in the application. Identification of design problems is carried out using several approaches such as Principle-

based and smell-based strategies [13]. This strategy will see and analyze classes that violate design principles and 

have code smells. The results of identification using smell-based and principle-based strategies for application source 

code are shown in Tables 1 and 2. 

Table 1. The results of the identification of design problems using smell-based strategy 

No. Code Smell Design Problem Related Class 

DP-1 Object Orientation Abusers Complex switch statements CommonListPage 

DP-2 Dispensables Too many unnecessary comments 

on the code 

MyPage, PhotoViewPage, 

LoginBloc, FlutterReduxApp, 

HttpErrorListener, TrendPage 

DP-3 Bloaters A long method or a function has 

too many lines of code 

UserProfileState, HomeDrawer 

Table 1 shows the results of identifying design problems using a smell-based strategy or code smells. The results also 

show a different type of code smell for each design problem that is obtained, as well as the related classes that have a 

code smell in the source code of the test application. 

Table 2. The results of the identification of design problems using principle-based strategy 

No. Violated Principle Design Problem Related Class 

DP-4 Single Responsibility The class has some functions that it 

shouldn't have 

CommonListPage, TrendPage 

DP-5 Liskov Substitution Some functions are too long so they can be 

broken down into several child classes 

without changing the logic of the code 

UserProfileState 

Table 2 shows the results of identifying design problems using a principle-based strategy or design principles. 

The results also show the type of principle that is violated, causing design problems by the related class. 

Based on tables 1 and 2, there are five design problems based on smell-based and principle-based strategies. 

This design problem is used to select the appropriate design pattern to be implemented in the test application source 

code. 

2.4 Refactoring Preparation  

2.4.1 Design Patterns Selection 

Gamma et al [11] describe approaches that can be taken in choosing a design pattern. In this study, the design pattern 

was selected based on the results of the analysis according to the design problem, intent, and connection with other 

design patterns. The results of the analysis can be seen in Table 4. 

Table 3. The results of the selection of design patterns based on similarities with the design problem 

 

Design Pattern Intent Related Design Problems 

Bridge Pattern Dividing a large 

class or a set of 

closely related 

classes into two 

separate abstractions 

and implementations 

that can be 

developed 

independently 

DP-3, DP-5 

Strategy pattern Defining groups of 

algorithms and 

placing each 

algorithm in a 

separate class to 

DP-1, DP-5 
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make those objects 

interchangeable 

Visitor Pattern Separating 

algorithms from the 

objects on which 

they operate 

 

Based on the results of the analysis in Table 4, it is found that the design patterns that match the problems that 

have been obtained are the Bridge pattern, Strategy pattern, and Visitor Pattern. Figure 2 shows the structure of the 

Bridge pattern, Figure 3 shows the structure of the Strategy pattern, and Figure 3 shows the structure of the Visitor 

pattern. 

 

Figure 2. Bridge pattern structure 

 

Figure 3. Strategy pattern structure 

 

Figure 4. Visitor pattern structure 

2.4.2 Class Selection for Refactoring The Code Smells 

Based on the results of the identification of design problems using smell-based strategy that have been carried out, 

Table 1 shows the results of identifying design problems based on smell-based or code smells strategies. Based on 

these results, three types of code smells were found in the source code of the test application, namely Object-

Orientation Abusers, Dispensables, and Bloaters. Each of the code smells that have been identified also obtained 

classes related to the code smell. 

2.4.3 Design Principles Selection 

Based on the results of the identification of design problems using principle-based strategy in Table 2, two types of 

design principles were found that were violated in the source code, namely Single responsibility and Liskov 

substitution, as well as related classes for each principle. Based on these results, the implementation is carried out by 

refactoring using the design principle in accordance with the principle being violated. 
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2.5 Implementation  

The predetermined design pattern will be applied to the specified test application source code. Based on the design 

problem, twelve classes violated the design principle and code smell. The application of the design pattern to the three 

classes is done by refactoring the application source code. The implementation of design patterns is done by separately 

applying the Bridge pattern, Strategy pattern, and Visitor pattern in each class according to the design problem in 

Table 3. An example class diagram of the implementation of the Bridge pattern in the CommonListPage class from 

the source code is shown in Figure 5. Meanwhile, Figure 6 shows an example class diagram of the results of the 

Strategy pattern implementation, and Figure 7 shows an example class diagram of the results of the Visitor pattern 

implementation. 

 

Figure 5. Class diagram of the implementation of the Bridge pattern in the CommonListPage class 

 

Figure 6. Class diagram of the implementation of the Bridge pattern in the UserProfilePage class 

 

Figure 7. Class diagram of the implementation of the Bridge pattern in the HomeDrawer class 

Refactoring was carried out on nine classes identified as having code smells based on the identification results 

in Table 1. These classes were then refactored based on the code smells contained in that class. An example of the 

results of refactoring based on Bloaters code smell can be seen in Figure 8. Methods that are indicated to have Bloaters 

are broken down into classes by implementing abstractions. 

 

 

Figure 8. Class diagram of the results of refactoring the Bloaters smell code in the HomeDrawer class 

The implementation of design principles is done by refactoring the source code based on the results of the 

design problem identification in Table 2. There are two types of principles that are violated in the test application 

source code, namely Single responsibility and Liskov substitution. Implementation is carried out on related classes 
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based on the principle being violated. An example of a class diagram of the results of the implementation of Single 

responsibility can be seen in Figure 9. 

 

 

Figure 9. Class diagram of the implementation of the Single Responsibility in the CommonListPage class 

2.6 Measurement 

In this study, measurements were carried out twice, before and after the implementation of the design pattern. 

Measurements are made using performance metrics, namely CPU usage, memory usage, frame rate, and response time 

to the test application. The tools used to take measurements are GPU Watch to see the percentage of average CPU 

usage and frame rate, and ADB Shell "dumpsys meminfo" to see memory allocation by the test application. 

Measurements were carried out using the scenario in Figure 10. The device used to perform performance analysis has 

specifications as shown in Table 3. 

Tabel 4. Device specifications used to perform performance analysis 

Device 

Name 

Operating 

System 

Screen 

Resolution 

Memory 

(RAM) 

Internal 

Storage 
CPU 

Galaxy 

A30s 

Android 11 720 x 1560 

Pixel 

4GB 64GB Exynos 7904, 449 MHz-

1768 MHz 

 

Figure 10. Scenarios used in measuring performance in test applications 

2.7 Validation 

Validation is done by comparing the results of measuring the performance metric values before and after 

implementation. The comparison results are then analyzed to see the effect of implementing design patterns, design 

principles, and refactoring on code smells on performance on mobile applications. 

2.8 Analysis of Validation Results 

After validating, the validation results are then analyzed to see the effect of the design pattern on the performance 

metric value after implementing the design pattern on the android application. 

3. RESULT AND DISCUSSION 

3.1 Measurement Results 

At this stage, it explains the measurement results of each performance metric such as CPU usage, memory usage, 

frame rate, and response time after implementing design patterns, refactoring code smells, and implementing design 

principles on the source code of the test application. Table 5 shows the results of measurements made before 

implementation. 

Table 5. Measurement of the initial value of each performance metric before implementation 

CPU Usage Memory Usage Frame Rate (Frame per Second) 

74% 75% 50 fps 

Table 5 is the result of measurements made throughout the application before implementation. The 

measurement measures the initial value of each performance metric. For average CPU usage, it produces 74% which 

means that the CPU usage in the application is high. While the memory usage is 75% and the frame rate is 50 frame 

per second (fps). 
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3.1.1 Design Patterns Results 

The results of the implementation of Bridge pattern, Strategy pattern, and Visitor pattern are then measured against 

the value of performance metrics such as CPU usage, memory usage, and frame rate in the test application. 

Table 6. The result of measuring the value of each performance metric after the Bridge pattern implementation 

CPU Usage Memory Usage Frame Rate (Frame per Second) 

49% 77% 55 fps 

Referring Table 6 has generated measurements for each performance metric after the implementation of the 

Bridge pattern. The CPU usage value is 49% which is measured based on the total availability of the CPU that the 

application expends over a period of time. This value is smaller than the initial value of CPU usage before 

implementation, which is 74% which means that the Bridge pattern can reduce the CPU usage value or have a positive 

impact on performance. As for memory usage obtained by 77%, there was an increase from the initial value of memory 

usage before implementation, which was 75%. The increase in memory usage value has a negative impact on 

performance because it increases the need for resources by the application for memory allocation. For the frame rate 

value obtained at 55 fps, there is an increase from the initial value of the frame rate before implementation, which is 

50 fps. 

Table 7. The results of measuring the value of each performance metric after the implementation of the Strategy 

pattern 

CPU Usage Memory Usage Frame Rate (Frame per Second) 

41% 74% 58 fps 

The measurement results after the implementation of the Strategy pattern can be seen in table 7. Table 7 has 

generated measurements for each performance metric after the implementation of the Strategy pattern. The CPU usage 

value is obtained at 41%. This value is smaller than the initial value of CPU usage before implementation, which is 

74% which means that the Strategy pattern can reduce the value of CPU usage or have a positive impact on 

performance. As for the memory usage obtained by 74%, there was a decrease from the initial value of memory usage 

before implementation, which was 75% which had a positive impact on application memory usage. For the frame rate 

value obtained at 58 fps, there is an increase from the initial frame rate value before implementation, which is 50 fps 

which also has a positive impact on performance. 

Table 8. The results of measuring the value of each performance metric after the implementation of the Visitor 

pattern 

CPU Usage Memory Usage Frame Rate (Frame per Second) 

48% 74% 57 fps 

Table 8 shows the measurement results after the implementation of the Visitor pattern. The CPU usage value 

is obtained at 48%. This value is smaller than the initial value of CPU usage before implementation, which is 74% 

which has a positive impact on performance. As for memory usage obtained by 74%, there was a decrease from the 

initial value of memory usage before implementation, which was 75%. For the frame rate value obtained at 55 fps, 

there is an increase from the initial frame rate value before implementation, which is 50 fps which has a positive 

impact on performance. 

3.1.2 Code smells Refactoring Results 

The results of refactoring code smells contained in the source code of the test application are then measured against 

the value of performance metrics such as CPU usage, memory usage, and frame rate. 

Table 9. The results of measuring the value of each performance metric after refactoring the code smells 

CPU Usage Memory Usage Frame Rate (Frame per Second) 

40% 73% 47 fps 

Table 9 shows the measurement results for each performance metric after refactoring the code 

smells in the source code of the test application. Based on these results, the CPU usage value was 

obtained by 40%, this value was smaller than the initial value of CPU use before refactoring, which was 

74%, which means that there is a decrease in CPU usage after refactoring. As for memory usage 

obtained by 73%, there was a decrease of 2% from the initial value of memory usage before 

implementation, which was 75%. For the frame rate value obtained at 47 fps, there is a decrease from the 

initial frame rate value before implementation, which is 50 fps. The decrease in fps value has a negative 

impact on performance. 
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3.1.3 Design Principles Results 

The results of the refactoring based on design principles are then measured against the value of performance metrics 

such as CPU usage, memory usage, and frame rate. The measurement results after refactoring based on the overall 

design principles can be seen in Table 10. 

Table 10. The results of measuring the value of each performance metric after the implementation of the design 

principles. 

CPU Usage Memory Usage Frame Rate (Frame per Second) 

49% 77% 55 fps 

Table 10 shows the measurement results for each performance metric after refactoring based on the design 

principles violated in the source code of the test application. Based on these results, the CPU usage value was obtained 

at 49%, this value was smaller than the initial value of CPU use before refactoring, which was 74%, which means that 

there is a decrease in CPU usage after refactoring. As for memory usage obtained by 77%, there was an increase from 

the initial value of memory usage before implementation, which was 75%. This results in a negative impact on the 

performance and memory usage of the application. For the frame rate value obtained at 55 fps, there is an increase 

from the initial value of the frame rate before implementation, which is 50 fps. The increase in fps value has a positive 

impact on performance. 

3.2 Discussion 

After measuring the value of performance metrics, the analysis of the test results after the implementation of the design 

pattern, namely the measurement results for each design pattern, found that the Strategy pattern has the smallest 

percentage of CPU use, which is 41% compared to the Bridge pattern and Visitor pattern which are 49% and 48%, 

respectively. The strategy pattern decreases CPU usage percentage by 44.6% which has a positive impact on 

application performance. For memory usage values, Strategy and Visitor patterns have a memory usage percentage of 

74%, which means that they reduce the percentage of memory usage by 1% from the initial value before the 

implementation of the design pattern. In contrast to the Bridge pattern which has a memory usage percentage of 77%, 

which means it increases memory usage by 2% from the initial value of memory usage before the implementation of 

the design pattern. This happens because the Bridge pattern structure will add new objects to memory based on the 

class or function extracted into the new class. Therefore, bridge patterns have a negative impact on application memory 

usage. For frame rate values, Strategy pattern has a frame rate value of 58 fps, which means it increases the percentage 

of frame rate values by 31% from the initial value before the implementation of the design pattern. The bridge pattern 

and Visitor pattern have frame rate values of 55 fps and 57 fps, respectively, increasing the frame rate value 

percentages by 27.3% and 28.9%, respectively. This makes the strategy pattern implementation can increase the frame 

rate value better than the Bridge pattern and Visitor pattern. 

Based on the results of measuring the value of the performance metric after refactoring code smells that have 

been carried out, the percentage of CPU usage is 40%. The results of the CPU usage measurement experienced a 

decrease of 34% compared to the initial value of CPU usage before implementation. As for memory usage, a 

percentage of 73% was obtained. This value is slightly smaller than the initial value of memory usage, which is 75%. 

For the frame rate value, a value of 47 fps is obtained, greater than the initial frame rate value of 50 fps. This negatively 

affects app performance because a decrease in fps values can lead to lagging of the app. Refactoring code smells can 

reduce CPU and memory usage, but the frame rate of the application actually increases. Although code smells are one 

of the symptoms of the appearance of design problems in the source code, not necessarily code smells can cause bugs 

or errors in the source code. 

Based on the results of measuring performance metrics after refactoring based on design principles, the 

percentage of CPU usage was obtained at 49%. This value is smaller than the initial CPU usage value of 74%. The 

decrease in CPU usage value has a positive impact on performance. As for memory usage, a value of 77% was 

obtained, an increase from the initial value of memory usage before implementation. The increase in memory usage 

value has a negative impact on performance as well as memory. For the frame rate value, a value of 55 fps was 

obtained, there was a positive increase from the initial frame rate value of 50 fps. This result makes refactoring based 

on principle design can optimize CPU usage and frame rate, even if there is an increase in the memory usage value 

due to the addition of new objects in the memory. 

Based on the results of the analysis of design patterns, refactoring code smells, and design principles, it was 

found that the largest decrease in CPU usage was obtained after refactoring code smells. As for memory usage, the 

results of refactoring code smells also provide the least value between design patterns and design principles. For the 

frame rate value, the highest increase is obtained after the implementation of the Strategy pattern. Overall, the 

application of a design pattern can affect the value of performance metrics depending on the design pattern used. 

Meanwhile, refactoring code smells can optimize CPU and memory usage, even if there is a decrease in the frame rate 

value. Refactoring based on design principles can optimize CPU usage and frame rates, although there is an increase 

in memory usage. 
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4. CONCLUSION 

The conclusion from the research that has been done is that the results obtained that the implementation of the design 

pattern has a different effect based on the design pattern used. Implementation of the Bridge pattern can increase the 

average memory usage by 2%, causing a negative impact on memory, although the Bridge pattern optimizes the 

average CPU usage value to 49% and frame rate to 55 fps. The increase in average memory usage in the Bridge pattern 

is due to the addition of new objects stored in memory based on the extraction of the refactored class or function. 

Meanwhile, the Strategy pattern and Visitor pattern provide positive changes to each of the performance metric values. 

The results of the refactoring measurement of code smells resulted in optimal changes in the average value of CPU 

and memory usage, namely 40% and 73% which had a positive impact compared to using design patterns and design 

principles, although there was a decrease in the frame rate value to 47 fps which had an impact on negative on 

performance. While the measurement results after the implementation of design principles as a whole, it was found 

that design principles can optimize CPU usage to 49% and frame rate to 55 fps which has a positive impact on 

performance, although there is an increase in memory usage by 77% which has a positive impact on performance. 

Based on these results, getting optimal performance results for each performance metric, it can be done by 

implementing the Strategy pattern and Visitor pattern. Meanwhile, to get the least CPU usage can be obtained by 

refactoring the code smells contained in the source code. The implementation of the design principle has not been 

effective compared to the implementation of design patterns and refactoring of code smells. Further research can be 

continued using other performance metric values to determine the impact of the design pattern on these metric values 

and can use other strategies or approaches. 
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